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Abstract. This paper proposes a new framework definition that makes
programming for iPhone simple and productive. In this paper the Breder
Programming Language will be used to implement this framework. That
is because the Breder Language is a high level Language that has many
features which ensure further productivity and structuring of code.
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1 Introduction

Many applications have been developed very unproductive. This has happened
because when developing an application you must use a native Language of
iPhone called Objective-C which does not provide many features for the devel-
oper. Moreover the standard library of iPhone has many mechanisms that enable
the occurrence of failures due to their misuse. That is because the iPhone frame-
work is low level and the developer need to study a lot to program for the device.
So, if you call an operation in a wrong context at run-time the process can be
killed. To develop a game in Objective-C Language it is necessary to worry about
several features which the Language and game frameworks typically o↵er.

Moreover, the Objective-C Language is not easy to program with. In this
Language the developer needs to worry about many things that he should not
be worrying about. For example: if the context is about painting a frame, the
developer must use only paint operations. But the Objetive-C Language and the
Framework permits the use of other operations which can’t be used at this time.
That happens because the framework uses the state machine to work, permitting
the use of operations at the wrong time. The Language will allow the developer
to execute certain operations only in the right context, turning the execution of
operations in the wrong context impossible.

The great advantage of the Breder Language is the great e�ciency of the
Virtual Machine for native operations. Thus the framework will use this feature
to implemenet more e�ciently yours methods. In addition, this Virtual Machine
is concerned with an embedded environment. This way di↵erent techniques will
be adopted so as not to harm the functioning due to lack of resources.
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2 Limitations in programming for the iPhone

The Objective-C Language does not provide all the resources necessary for a
good development. It is a very low level language, where the developer needs
to know and manage many things to program for iPhone SDK. Developers will
try to find a new development environment that makes programming simpler,
investing their time in the logic of the application and not with things that the
Language should handle. It would be good if the development environment used
a high level popular Programming Language.

Moreover, if the developer wants to implement a complex feature, typically
required in games, the Objective-C Language does not have high level features
enough to make this implementation easier. This is because the Language does
not provide tools, abstract features and libraries that facilitate the implementa-
tion.

For example, the Objective-C Language does not transparently provide a
complete memory management [STEPHEN G. KOCHAN]. This way the de-
veloper can use unauthorized memory in a wrong way. When this occurs, the
detection and clearance of the problem is unproductive.

To resolve the lack of transparency in the memory management, it is neces-
sary to create mechanisms that release the objects automatically. That would
be the mechanism to recognize the objects that are no longer being used, releas-
ing them from the memory. To implement such a mechanism, it is necessary to
implement the concept of Garbage Collection in a transparent manner.

Another thing that makes Objective-C Language not so good for program-
ming to iPhone, is lack of a safe execution. The application is compiled for the
machine and if an error occurs, the process will be killed. It is better if the ex-
ecution of the application is managed by a Virtual Machine. This way, an error
will not kill the process, showing the stack trace, making find and fix the code
easy.

Moreover, the best way to capture errors is in the compiler timer. If you have
an error in run time, it is unproductive to right this error. It occurred in a specific
run time context, thus you need to spend time to reproduce this context to fix
the problem. At compiler timer the error is better and easier to be resolved, not
depending of the context of run time. So it will be good if the Programming
Language use the compile time to find almost all errors as possible.

3 Breder Programming Language

In order to solve the problems related to the Objective-C Language, such as
the lack of resources, we propose in this paper a definition of a new high level
Language. This Language is focused on structuring and organizing the source
code in order to increase productivity and safety of the implementation of an
application. Also, this Language have a syntax similar to the Java Language
in order to make its learning more practical and follows completely the Object
Oriented paradigm.
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The objective of the proposed Language is providing tools for developers to
obtain a clear code, simple with high level standard. Breder Language is strongly
typed, allowing various syntactic and semantic errors detections at compile time,
facilitating the development. Although the Language is very useful for iPhone
developers, it can also be used for many other purposes.

Breder Language was developed for Windows, Mac OS and Linux, allowing
the use of the same source code in many environments. We developed a Breder
Virtual Machine that abstracts all the features of specific hardwares and Operat-
ing Systems, maintaining homogeneity in the application execution and allowing
its use in many devices. In addition, several embedded devices like iPhone and
Android were tested in order to calculate the cost degree generated by Breder
Language.

Breder Language has many features that make game development more pro-
ductive and reliable. One of the main characteristics are the high Object Ori-
ented paradigm and the high level of Garbage Collection, with automatic object
management in the memory.

Moreover, the Breder Language has a better class encapsulation, protecting
their fields and methods outside of classes, thus making the code more secure.
Also, this Language has multiple hierarchy [BREDER, B], in which a class can
extend multiple classes and interfaces. Thus, an organization and reuse of code
will be better assigned, thereby facilitating the organization of classes and inter-
faces.

An important requirement of Breder Language is to serve projects that re-
quire intensive processing such as games. For this, we created several internal
aspects that ensure high performance in the communication between the Breder
Language and other Compiled Languages. With this, the developer can choose
where to implement part of the project. If this part has much processing, the
developer can program with C Ansi Language, for example. But if this part of
the project has many complex features, the developer can programm with high
level Breder Language.

Finally, the great advantage of the Breder Language is the great e�ciency
in native operations [BREDER, B]. Thus, the framework will use this feature
to be implemented more e�ciently. In addition, the Breder Virtual Machine is
concerned with embedded environment. This way, di↵erent techniques will be
adopted so as not to harm the functioning due to lack of resources. For example,
the Garbage Collector of Breder Virtual Machine, in embedded devices, will
work lightly, not hurting the application performance.

4 Specification of a Framework

As mentioned previously, most problems related to programming for iPhone can
be solved with the specification of an appropriate framework that protects most
of the possible failures that may occur. That should set up a high-level structure
in order to isolate the internal complexities from a basic library of the iPhone
SDK.
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The first basic structure would be the high-level abstract representation of a
window. With this, all models of iPhone will always have a single window with
di↵erent sizes depending on the device, according to its resolution. For example,
the window for the iPhone 4 has a dimension of 960x640, for the iPhone 3G
would have a dimension of 480x320 and for iPad, a dimension of 1024x768.

Another important basic structure for a game are Components. A Component
represent a object in the device, visible or not, upgradable or not and suitable
for events. This component represent the most basic abstraction of a feature in
the window. Thus, in a game application, a window would have at least one
component to be displayed, even though it is just a static image without any
events. Therefore, as the component is a structure with the possibility to be
graphic, it must have a dimension of size and other typical graphics properties.
The component must have a event handler, which can be modeled as a callback.

This object may change state in the context of the application. Thus, all
components registered in a window will always have a status update event at
each screen update. After all the components change state, they will su↵er the
painting event in the entire hierarchy of components registered in the window.

At the same time we define a component as the most basic representation
structure of an object. For this specification the framework defines a structure
that represents a group of components. This way we can define a hierarchy of
components with parent-child relationship, in which all components may or may
not have a father and the whole structure of the group can have several son
components. This group structure will be called Container, which will be the fa-
ther of several children components. The same occurs with the component. The
container will also have a dimension in which a reference for some operations will
be defined. In the specific case of the container, when any event is released, it
will always be propagated to the children, passing on their information. There-
fore, every event that occurs at the Container will always be handled by some
component.

In the case of a container, the state update corresponds to updating the states
of all components sons. The same is true when calling its painting callback, which
will be delegated to all components in the order they were registered, where the
first registered will be the first to be painted.

As shown, all components will always su↵er the action of the state update
first and then will be painted, in case of graphical items, at each screen update.
With this, the framework creates an entity that abstracts the process of painting
and the updater.

Therefore, independent of the available iPhone framework, a new framework
that abstracts typical di�culties will be created while maintaining the simplic-
ity in its usage. For a game, basically, we defined a structure that works with
primitive operations with 2D images, also called sprites.
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5 Results

In this session, we will comment, discuss and analyze the performance obtained
using our Language and framework.

Several optimizations were designed to meet the processing overhead that
leads to the Breder Virtual Machine, such as the development of native methods.
For example: if the framework uses many native methods, it will provide a low
execution overhead.

From the native methods optimization, widely used both in the framework
and in the standard library available in the Breder Language, the Breder Virtual
Machine will enjoy the most of the performance, not generating any overhead.
Thus, when there is the need to perform native operations, the Breder Virtual
Machine will not generate any kind of processing overhead.

The Garbage Collector is designed to release the unused objects from mem-
ory. In the case of Real-Time applications, the Garbage Collector releases unused
objects in order not to mess with the repainting of the screen. In the demo, it
was not found any type of freezing due to the Garbage Collector.

In order to validate our Language definition and the framework built upon
the Language, we will present some interactive demos that will be executed in
the iPhone environment. Based on these tests, we will determine the overheads
of processing the Breder Language.

The demo created for this paper, builds an environment full of game objects,
composed by sprites and making di↵erent movements. As the purpose of the
work is not the development of a full game, each game object makes simple
animations which could be substituted by more complex behaviors.

The example set by the demo shows the degree of stress graph that was
generated to test if the programming environment does not fit in projects with
many images. In this demo, more than 800 components were printed at the same
time. Each screen exchange updates the components state. Even with the image
polluted environment the result was very satisfactory, since no sign of slowdown
was found in the application.

The same is true when some event has touch screen. The framework will
cover all the components looking for the sons who su↵er the event. This search
has become very fast, as several optimizations were performed on the query.

6 Conclusion

In this paper we proposed a new language architecture, a game framework based
on it and a simple application to validate. This applications where developed for
an iPhone platform and showed the possibility to create games without the
usage of Objective C. Our work also validate the possibility to develop games
for iPhone without the need of knowing its specific architecture, thanks to the
Breder Virtual Machine.

In addition, several optimizations were made in the framework, in order to
improve its functionality. The frame rate obtained for a high number of game
objects validates the framework for a high level game development.
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The suggested development environment of an application for iPhone using
the Breder Language would be the Eclipse and XCode. Eclipse makes the use of
the framework simpler since the Compiler acts all the time. So, when a change is
made in the source code the Compiler will automatically recompile it. This fea-
ture makes any modification in the source code of Breder language very simple,
turning the development very productive.
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